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Abstract 

Serious games are a growing field in academic research and they are considered an effective tool for education. Game-

based learning invokes motivation and engagement in students resulting in effective instructional outcomes. An essential 

aspect of a serious game is the method of support for presenting the teaching material and providing feedback. A support 

design that evaluates students’ progress and adapts accordingly, has the potential of producing better learning results. This 

paper presents an adaptive model based on fuzzy logic that adjusts the support acquisition according to student knowledge 

level. A serious game for teaching the concepts of sequence and iteration in programming to novice students was built to 

assess the model. It employs working examples as a support method since previous research indicated that it produced 

less cognitive load during problem-solving. An empirical study with 102 students has been conducted to evaluate the 

learning efficiency of the model. The analysis indicates positive results and a potential solution for balancing the amount 

of assistance in serious games. 
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1. Introduction 

Serious games (SGs) can be defined as software that merges a non-entertaining purpose with a video game 

structure (Felicia, 2011). Their main purpose is to train the player on a specific topic and they can be applied to a variety 

of fields like the military, health, and business sectors (Charsky, 2010). A SG is designed to be entertaining and attractive 

like a commercial game while maintaining learning as a primary objective. Students are motivated to play games and this 

incentive is considered the main determinant of effective learning (Westera, 2019). Therefore, education is a field in 

which SGs have been used and investigated in several studies with positive results (Kara, 2021). Many SGs have been 

developed for computer science learning focusing on programming, especially for novice users (Miljanovic & Bradbury, 

2018).  

Support systems are an essential part of SGs (Shannon et al., 2013) as they provide the necessary instructions to 

fulfill the required educational goals. Those systems can be non-interactive, presenting the instructional material with text 

and video, or interactive utilizing an Intelligent Tutoring System (ITS). An ITS (Crow et al., 2018) mimics the one on one 

tutoring model by adapting to the learner’s performance and providing the appropriate response. A support mechanism 

can be more effective if the SG tracks the learning process of the user so it can provide the appropriate personalized 

feedback. This type of adaptability to different student learning profiles is difficult to be offered by human teachers in 

large classes (De Gloria et al., 2014). The learning value of those systems becomes even greater in situations where 

students need to study at home. The coronavirus pandemic forced millions of students around the world to receive formal 

education from home, challenging teachers, learners, and parents alike (‘Impact of Coronavirus Pandemic on Education’, 

2020). 

Adaptive learning environments for teaching programming have been developed (Crow et al., 2018) with positive 

results but mostly in the context of University courses. On the contrary, adaptive SGs implementations are scarce, 

employing various supports and techniques with few empirical studies. Additionally, an important problem in educational 

software design is balancing the amount of assistance that is given to students to optimize learning acquisition. This 

problem is often called the “assistance dilemma” (Koedinger & Aleven, 2007) and remains open in instructional science 

as a diversity of methods can be applied to provide guidance and feedback. This paper aims to explore the effects of 

adaptivity in a SG and how they relate to the assistance dilemma when the estimation of student knowledge level is taken 

into account. 

In this study, we created a SG for teaching programming to novice students that implements an adaptive support 

system with worked examples (WEs). A WE guides the user by providing an expert solution to a similar problem and it is 

a very effective learning strategy, particularly for novice students (Sweller, 2006). The WEs have been used before as a 

support mechanism for teaching programming both in a SG (Toukiloglou & Xinogalos, 2022) and in a programming 

environment (Zhi et al., 2019) with positive results. This paper explores the impact of adaptive WEs on learning 

efficiency by conducting an empirical study on primary school students. The term efficiency can describe various aspects 

of measurement in educational procedures. In the context of our research, we define educational efficiency as the ability 

of a SG to assist students in learning programming. This can be estimated by examining students' solutions to a problem 



and comparing the programming structures used to an expert solution. The study examines the following research 

questions: 

RQ1: What is the effect of adaptive vs manual support on educational efficiency in a serious game about programming?  

RQ2: How does adaptive support impact the amount of assistance received by students? 

The rest of this paper is structured as follows: The next section presents an introduction to cognitive load theory 

and worked examples, followed by a review of the state of the art in adaptive support in serious games. After that, we 

present the serious game NanoDoc and its design process and continue with  the adaptive support model that is based on 

fuzzy logic. Next, we examine the study methodology, following the results of statistical analysis. We conclude with a 

discussion of the results and the research limitations. 

 

2. Related Work 

2.1 Cognitive load theory and worked examples 

Cognitive psychology studies internal mental processes and explores how the human brain and memory work. 

The computational metaphor (Ormerod, 1990) relates cognitive processes with operations performed inside a computer 

where the brain acts like a central processing unit (CPU). Learning can occur when new information flows as input in 

symbolic form and is processed by the brain through a series of cognitive procedures before being stored in long-term 

memory. According to Cognitive Load Theory (CLT), humans have finite working memory. In the course of a learning 

process, a cognitive load is produced from the required mental effort. The cognitive load is divided into three categories: 

intrinsic, extraneous, and germane. The intrinsic load is generated from the complexity of the learning activity, therefore 

the schemas must be acquired. The extraneous load relates to how tasks, designed procedures, and learning material are 

presented. Lastly, the germane load refers to the mental effort needed to acquire new schemata and create permanent 

knowledge in long-term memory (Paas et al., 2010). Every student has a maximum cognitive capacity and if that level is 

reached it will cause a cognitive overload and learning will cease. To optimize the learning process, the germane load 

should be maximized as it is the only one that is useful and contributes to learning (Clark et al., 2006).  

When support is poorly designed it will generate extraneous load as the student will divert resources from the 

working memory to handle the insufficient instructional material. Since intrinsic and extraneous cognitive loads are 

additive (Paas et al., 2010), decreasing extraneous load is very important. That will free resources from working memory 

to handle the intrinsic load, hence providing more cognitive capacity for germane load and learning to take place. WEs 

can greatly contribute to that procedure since studies have shown that they decrease the extraneous load on working 

memory, reducing the overall cognitive load and producing better learning results (Sweller, 2006, 2011; Sweller et al., 

1998). This is called the worked example effect and occurs when students are exposed to an expert solution to a problem 

allowing them to solve similar challenges by analogy (Magana et al., 2015). 

The submitted programs are solutions to clearly defined problems also known as transformation problems since 

they require the learner to transform an initial state into an end goal (Jonassen, 1997). All elements of the problem are 

known to the learner and the correct solution requires the employment of specific knowledge domains. If the student has 

encountered a similar problem in the past, a representation of that knowledge called schema is already present and will 

lead to a solution (Gick, 1986). Schemas are cognitive concepts or patterns of thought of organized information stored in 

our long memory. WEs help students with the construction of schemas by providing passively all the required information 



(Sweller & Cooper, 1985). During that process all the cognitive resources of the learner are directed into the study of the 

examples, formalizing the general solution strategy efficiently.  

 

2.2 Adaptive support 

The field of adaptive support in serious games is relatively new, so there are only a few implementations and 

empirical studies to validate the results. However, depending on the support method previous research showed that a 

diversity of systems had been employed to provide adaptiveness in game-based learning. A paper from Min (Min et al., 

2014) discusses adaptive hint generation in ENGAGE, a game to teach computer science principles to middle-grade 

students. Their approach offered support by a data-driven technique that generated adaptive hints depending on the 

student and the problem being solved. The targeted guidance produced hints for students in a series of subgoals toward 

the solution instead of a single hint strategy referring exclusively to the end goal. 

Hicks  (Hicks et al., 2015) proposed automatically generated feedback in the form of hints in BOTS, a blocked-

based puzzle game for teaching programming fundamentals to novice users. The feedback can be considered adaptive 

since hints were generated by observing the state of a game after each compilation of a student's solution. The method 

compares the current world state after a user submission with a state graph and, depending on the state transition type, 

classifies the provided hints. The state graph also referred to as an interaction network in the paper needs prior gameplay 

data to provide feedback for future students. However, Hicks (Hicks et al., 2014) mention that useful hints are generated 

even with a small amount of previous data. 

Papadimitriou (Papadimitriou et al., 2019; Papadimitriou & Virvou, 2017) developed an online adventure game, 

HTML Escape, to teach the HTML language. The game consists of a series of rooms in a maze, with some of them 

containing quizzes. Each quiz correlates with a specific programming concept and the answers are used to update the 

player’s knowledge level of that concept. A fuzzy inference system builds a student model and dynamically controls the 

difficulty of the next quiz. Additionally, it controls the flow of the game by adding new rooms with items and non-player 

characters for the player to interact with. If the system detects a deficiency in a knowledge domain and the player keeps 

failing to complete a quiz, the game will adapt by providing tips and study material through game items. The feedback 

collected from students on a questionnaire survey had positive results. According to the responses, the game had excellent 

educational effectiveness by adapting quiz questions to student needs and offering further training while maintaining user 

motivation. 

A more recent study by Hooshyar (Hooshyar et al., 2021) developed an adaptive educational game called 

AutoThinking to teach Computational Thinking. The adaptivity algorithm was based on a Bayesian network which 

dictated the support given to the player after the solution submission for each level. The system made non-invasive 

assessments and updated the player model from user actions and the game state. The feedback includes hints, images, or 

videos and depends on the student’s skill level. To evaluate the effectiveness of the proposed method, they conducted an 

empirical study with two groups of elementary school students. In the first group, the teaching material was presented 

with traditional methods utilizing a multimedia presentation whereas the second group followed the adaptive game 

approach. A pre/post-test analysis revealed that students who used AutoThinking outperformed the control group in 

knowledge gain. The authors argue that the main reason for this result was the individual support provided by the game. 

A different approach was taken in Minerva, a game aiming to teach programming concepts to elementary school 

students (Lindberg & Laine, 2018). In Minerva, the content is adapted to the player's game and learning style to increase 



engagement. Players were initially classified according to their play and learning styles with a questionnaire in the login 

process. The playstyle (Killer, Achiever, Socializer, Explorer) was dynamically updated during play from user 

interactions with the game world and affected various game elements such as the number of enemies or the obstacles. On 

the other hand, learning support adaptation was static. It was divided into four categories: Why (text), How (video), What 

(images), and Do (gameplay), and was displayed depending on the player’s learning style (Activist, Reflector, Theorist, 

Pragmatist). The learning style retained the initial values from the questionnaire despite player actions and no adaptation 

occurred during playtime. A subsequent formative evaluation was conducted between a group of students who played the 

game and a group who studied the same concepts using handouts. It was noted that the sample size (64 students) was 

small. Nonetheless, the results showed a similar level of performance and retention between the two groups, although 

learning with the educational game was reported as more enjoyable. 

According to the aforementioned serious games for programming, there is not a single approach to the 

implementation of adaptivity. Instead, a variety of models are employed to adapt different types of support as shown in 

Table 1. All studies reported positive results although not all of them had empirical data to back up those claims. As far as 

we know, no study to date has investigated neither the use of WEs as a support for an adaptive serious game about 

programming nor the potential differences in learning efficiency stemming from the way of receiving the support, namely 

manually vs adaptively. Previous research on a non-adaptive implementation revealed preferable learning results for WEs 

in comparison to textual support (Toukiloglou & Xinogalos, 2022). This paper will examine the impact of adaptive 

instructional support on learning efficiency and its association with the improvement of student assistance.  

 

Table 1. Summary of adaptive serious games for programming. 

Serious Game Method of adaptation Adaptation objective Study 
ENGAGE  Dynamic Bayesian network Hints and task selection (Min et al., 2014) 
BOTS  Interaction Network Hints (Hicks et al., 2015) 
HTML Escape  Fuzzy Knowledge State Definer Hints and study material (Papadimitriou et al., 2019; 

Papadimitriou & Virvou, 2017) 
AutoThinking Bayesian network Hints and study material (Hooshyar et al., 2019; 2021) 
Minerva Questionnaire classification Game style (Lindberg & Laine, 2018) 
 

3. The game NanoDoc 

The game was developed specifically for the study and encapsulates all the characteristics needed to explore the 

research questions. The design process is described in the following six steps: 

1. Learning objectives definition: To teach the programming concepts of sequence, iteration, and condition. 

2. Target audience definition: Novice students with basic or no previous knowledge of programming. 

3. Game concept declaration: Players take the role of a doctor who was shrunk in nanoscale and has been transferred 

inside a sick creature to cure it. They explore a maze world, fight enemies, avoid traps, and solve programming 

puzzles to unlock the next rooms of the maze. The game will follow the third-person shooter conventions in terms 

of camera positioning and controls. Assistance will be provided by a Non-Player Character (NPC) who acts as a 

companion that guides and supports players. 

4. Prototype creation: Developed in Unity engine (Unity Real-Time Development Platform | 3D, 2D VR & AR 

Engine, n.d.) based on a microgame template (Unity Creator Kit: FPS, 2021) provided freely by the engine. 

https://www.zotero.org/google-docs/?V7D4uw
https://www.zotero.org/google-docs/?V7D4uw
https://www.zotero.org/google-docs/?V7D4uw


5. Playtest and iteration: A group of 85 (41 male, 44 female) elementary students volunteered and played the game 

providing feedback and suggestions. 

6. Final asset creation: Deployed as a WebGL application which can be accessed at the following link: 

http://users.sch.gr/pavlos/nanodoc. 

 

The game consists of two modes, the exploration which takes place in a 3D world, and the puzzle which uses a 

mixed 2D/3D environment. During the exploration mode, users move inside a humanoid creature's body eliminating 

viruses with a special gun and avoiding obstacles or traps on their path (Figure 1). In this mode, the companion who takes 

the form of a red cell follows the player and provides useful tips about the game interface or upcoming events. The game 

world is a maze of corridors and rooms, some of them being dead ends. A mini-map in the screen's upper left corner 

mitigates disorientation and helps with navigation. Some of the rooms are sealed with a substance that key proteins can 

only dissolve. Each key is positioned strategically near the corresponding sealed door and users have to solve a 

programming puzzle to obtain it. There are 12 puzzles that teach specific programming concepts as the user gradually 

unlocks all doors and progresses throughout the game. 

When the user finds a protein key, the game switches to a puzzle-solving mode as shown in Figure 2. The 

programming environment is block-based and consequently, each command is represented with a block. Users create 

solutions connecting the blocks together through a visual interface that is similar to the educational programming 

environment of Scratch (Scratch - About, n.d.). The command set is progressively made available as problems become 

more complex and new programming concepts are introduced. The puzzle consists of a grid on which the player’s avatar 

and the key are placed. For a successful solution, the avatar has to move through the grid as the program executes the user 

commands and stand in front of the key to grab it. Moreover, the puzzle grid contains obstacles that prevent direct access 

to keys, forcing the player to find alternative routes. 

The game utilizes worked examples as instructional support. The adaptive technique described in the next section 

detects when the user needs help in understanding the concepts that have to be implemented for  solving the current 

puzzle. In that case, the NPC offers a worked example with a solution to a similar problem. During that phase, the worked 

example replaces the current user solution in the grid with a new problem and a provided solution. The player can 

examine, edit and execute the worked example until s/he is confident that the programming concept was understood. 

When ready, users can switch back to their program and continue with their solution. If the support is activated for a 

current level, the above process of switching between the worked example and the user solution can be repeated freely 

until the goal is fulfilled. 

 

http://users.sch.gr/pavlos/nanodoc


 
Figure 1. The 3D environment of the game. 
 

 
Figure 2. The puzzle mode of the game, (a) support is enabled (b) the WE button. 

4. The adaptation model of NanoDoc 

In this section the adaptation model of NanoDoc is presented. Since the adaptation model is based on fuzzy logic 

we first provide a brief overview of the underlying process and terminology and then we describe the implemented model.   

4.1 Fuzzy Logic 

The adaptive model utilizes fuzzy logic to represent student knowledge and adjust the support accordingly. 

Therefore, a brief description of the main principles of fuzzy systems is provided. Fuzzy logic was introduced by Zadeh 

(Zadeh, 1999) to address the concept of partial truth in a problem. In contrast to boolean logic in which the value of a 

variable can only be the integer 0 or 1, in fuzzy logic, the value can be a real number ranging between 0 and 1. As a 

consequence, the values of partial true or false allow the representation of imprecise data and non-numerical information. 

Fuzzy logic handles non-numeric values as linguistic variables that can be modified with adverbs. Thus, decision rules are 

formed similarly to natural language and mimic human decision processes. Fuzzy systems are rule-based and interpret 

data following a three-step approach. Firstly, the input data is fuzzified by assigning the numerical value to a set of 

functions called fuzzy sets. During this procedure, fuzzy sets estimate the degree of membership in the given data and 

output a linguistic expression as a verbal description. Secondly, all rules in the rule base are executed using IF-THEN 



statements and logical operators. The last step called De-Fuzzification converts the fuzzy output to a crisp value so that it 

can be used to make a decision. Depending on the system, there are several defuzzification strategies with the most 

common being the maxima and centroid methods. Fuzzy logic has many real-world applications with main uses in control 

systems and artificial intelligence. 

Fuzzy logic was selected for the development of the adaptive algorithm for a number of reasons. Firstly, it is a 

data-driven method and this approach allows the algorithm to process player data during gameplay. In contrast, model-

based methods such as intelligent tutoring systems or artificial neural networks require training before execution 

(Hooshyar et al., 2019). Additionally, model-based methods have a higher cost of development considering factors such 

as paid expert knowledge, complexity, and the amount of data needed. As already discussed (Table 1) a diversity of other 

methods were implemented to adapt learning content like the Bayesian network, Questionnaire classification, and Hint 

factory. A common characteristic of all the mentioned methods is that they are also data-driven approaches. However, 

fuzzy logic is able to handle partial truth statements, and that allows it to mimic the uncertainty of modeling student 

knowledge and resemble real-life support in teaching. 

 

4.2 Adaptation model 

The adaptation model of NanoDoc extends previous work from the game FuzzEg (Papadimitriou et al., 2019) and 

the Fuzzy Knowledge State Definer model (Chrysafiadi & Virvou, 2015). The referred papers applied Fuzzy Logic to 

describe student knowledge as a way to counterbalance the uncertainty of learning representation. This uncertainty 

derives from the fact that student knowledge can not always be defined with accuracy as it can be partially known or the 

provided data for its calculation is imprecise. The adaptation model consists of the steps shown in Figure 3: 

 

 
Figure 3. The adaptation model. 

 

Although the main structure of our model is similar to the aforementioned (Chrysafiadi & Virvou, 2015), we had 

to adjust several aspects to comply with our programming environment and game characteristics. In our game, students 

solve programming puzzles in a block-based environment. It is expected that data generated from this process will make 

up the input source of the model. However, selecting the suitable metric is critical during a solution submission as it can 

alter the adaptation results. We reject measuring the time of puzzle completion because it will penalize students who 

prefer to experiment and explore different strategies before submitting their final submission. Allowing players the 

freedom to make mistakes in a risk-free environment when they encounter new concepts is a practice that leads to more 

https://www.zotero.org/google-docs/?8WPvcy


efficient tutorials (Gee, 2005). Another candidate metric is to verify if the puzzle goal is met and the player reached the 

designated destination. This technique is very common and has been used in the past in various games or academic 

research (Andersen et al., 2012). Even though this approach intuitively feels simple and correct, it is subject to a severe 

problem due to the nature of programming. Some puzzles of the game teach students the iteration structure and attempt to 

display the benefits of its use. Nevertheless, since iteration is defined as a repetition of statements, the puzzles can also be 

solved as a series of sequence statements, bypassing iteration completely. If the model relied only on checking if the 

player reached the level goal for calculating the student's knowledge of iteration in those puzzles, it would predict the 

wrong values. Figure 4 shows an example of two solutions to a puzzle that although both reach the end goal, only one is 

correct regarding code efficiency/quality.  

 

 
Figure 4. An example of two solutions to a puzzle: (A) uses the sequence structure, (B) uses the iteration which is more 

efficient programmatically. 

 

In a previous study (Toukiloglou & Xinogalos, 2022) we used Equation (1) to calculate the learning efficiency of 

supports in a block-based game. Efficiency is calculated by dividing the number of blocks of the optimal solution by the 

number of blocks of the solution committed by the student. A result is a decimal number indicating the degree of code 

efficiency in terms of programming structures used. The maximum value is 1 which signifies the best solution, hence the 

maximum learning efficiency achieved by the student. The puzzle difficulty coefficient (D) is equal to 1 for all puzzles in 

this game. This is because the solution to each puzzle was based on the student’s accumulated knowledge of the previous 

ones. Furthermore, to maintain the overall difficulty steady, when a new programming structure or technique was 

introduced, the complexity of the problem was decreased.  

 

Efficiency =  (1) 

 



The model utilizes the concept of knowledge domains to define the learner’s competence on a specific topic. Our 

game includes puzzles for three domains: sequence, condition, and iteration. Each game puzzle corresponds to a specific 

domain as shown in Table 2.  

 

Table 2. Knowledge domain of each level puzzle. 

Level Knowledge Domain 
1, 2, 3, 4 Sequence 
5, 6, 7, 10, 11, 12 Iteration 
8, 9 Condition 
 

To estimate the current knowledge level of a student on a domain, firstly the algorithm calculates the efficiency 

score of the current puzzle solution. Then, during the fuzzify step, that number is received as input by the next four 

membership functions: 

 
 

The fuzzy output describes the knowledge level of the student on a domain as a quadruplet (μUn, μUK, μK, μL) of 

the following fuzzy sets: 

● Unknown (Un): The domain concept is unknown to the player. The efficiency score is from 0.0 to 0.5 

● Unsatisfactory Known (Uk): Player has some knowledge of the concept. The efficiency score is from 0.45 to 0.7 

● Known (K): Player knows the concept sufficiently. The efficiency score is from 0.65 to 0.9 

● Learned (L): Player knows the concept completely. The efficiency score is from 0.85 to 1.0 

Every quadruplet complies with the following rules which originate from the fuzzy set definitions and the fact that the 

knowledge level on a domain can not exceed 100%. 

● The value of each quadruplet component is limited to the range from 0 to 1, μU n(x), μUK(x), μK(x), μL(x) [0, 1] 

● The sum of all quadruplet components is equal to 1, μUn(x) +μUk(x) + μK(x) + μL(x) = 1 

● Each quadruplet can have up to 2 non zero values and they must be adjoined 

In the Defuzzification process, a crisp output value is computed in the form of a linguistic term. The fuzzy set is 

converted to a defuzzified value with the Maximum-Membership method. Through this technique, the biggest of all 

values in the quadruplet defines the knowledge level of the reviewed domain. According to the above description, a 



classification example of a student who completes a puzzle corresponding to the sequence knowledge domain with an 

efficiency score of 0.86 will result in a fuzzy output of (0,0,0.8,0.2). This translates to the concept being 80% Known and 

20% Learned and results in the linguistic value of Known. 

The procedure of evaluating student knowledge level is repeated after each solution submission throughout all the 

programming puzzles of the game. Thus, the model can update the estimations on knowledge domains and adapt the 

support activation. Each domain evaluation re-estimates student knowledge level taking into account the previous and 

current levels. The initial knowledge level values are set by players during the game setup or otherwise, the default value 

of unknown is given. To calculate the knowledge level, previous and current values are compared to estimate the 

cognitive state of the student. If the current knowledge level is greater than the previous in a domain then this fact is 

interpreted as progress in learning and the current value becomes the new knowledge level. The puzzle structure of the 

game is created in such a way that each level envelops and advances previously acquired knowledge. Therefore, when a 

student solves a puzzle with a high-efficiency score, it is logical to assume that the most recent calculated knowledge 

level is valid since previous puzzles required equal or less expertise on the domain to be solved. 

On the contrary, if the most recent knowledge level estimation is less than the previous, that translates to knowledge 

insufficiency of a new command or programming structure utilization. Considering that the main objective of the adaptive 

algorithm is to provide support, detecting an insufficiency in a new concept has a higher priority than previous knowledge 

on a domain. Hence, the current knowledge level is estimated according to Table 3. 

Table 3. Evaluation of knowledge level in the case that the current value is less than the previous one 

Previous knowledge level Current knowledge level Output 

Learned Known, Unsatisfactory known Known 

Learned Unknown Unknown 

Known Unsatisfactory known Unsatisfactory known 

Known Unknown Unknown 

Unsatisfactorily known Unknown Unknown 

 

Additionally, this approach solves the potential problem of decreased sensitivity to knowledge estimation due to 

the previous results, especially in the early game where puzzles are relatively easier as new concepts are introduced. 

However, the aforementioned method assumes that each new concept on a domain is introduced through previously 

established knowledge, scaffolding learning in a predetermined manner. 

After a knowledge level estimation, the game adapts the support according to the ruleset shown in Table 4. The 

ruleset takes into account the failed attempts of the student over a single puzzle solution. Support triggers after at least one 

solution attempt, allowing students to probe the problem even if the current knowledge level in that domain is unknown. 

After the first submission, support activation is analogous to the number of attempts and the knowledge level of the 

domain to which the puzzle is related.  

Table 4. Support activation ruleset. 

Knowledge domain level Failed attempts 
Learned 3 
Known 2 
Unsatisfactory Known, Unknown 1 



 

Finally, support can be presented passively by the system without a direct association with the adaptation model. 

When the student is confronted with a new programming structure or the knowledge level of that structure is inadequate, 

it is possible to completely be stumped. In that case, the system can detect inaction after 120 seconds and activate the 

support even before the first solution attempt. The inactivity duration was measured empirically by the authors during test 

runs of the game in a group of students not participating in the empirical study. The following collection of three cases 

demonstrates the effects of support during gameplay. Each example of support activation was extracted from anonymous 

student data and refers to different students with compatible characteristics on the same puzzle level. 

The first case (Table 5) refers to level 5 of the game where players are introduced to the iteration structure which 

is a new concept and so the knowledge level of both students is set to unknown. Student A received support after the first 

failed attempt and by exploring the working example s/he submitted an optimal solution. Student B did not ask for 

support and solved the puzzle using only sequential logic instead of the iteration block command, registering a much 

lower efficiency score and missing an opportunity to advance learning on a new domain. 

Table 5. Case 1, Knowledge level: Unknown, Knowledge domain: Iteration, Puzzle level: 5. 

Support activation Student 

Number of submitted attempts 
Score efficiency 

on submitted 
solution Before 

support is 
presented 

After 
support is 
presented 

Total  

Adaptive Student A 1 1 2 1 

Manual Student B 2 - 2 0.4 

 

The second case (Table 6) refers to level 7 of the game that requires a combination of sequence and multiple 

iteration structures to be constructed for a successful solution. Both students had a fair knowledge of the domain and 

submitted the same, although not a perfect solution. The first student received support after two failed attempts while the 

second asked manually after the fourth attempt. The working example had the same effect on both students as in each 

case a successful solution was submitted after its presentation. We argue that a much-extended delay in support reception 

might lead to frustration or unnecessary mental exhaustion. 

Table 6. Case 2, Knowledge level: Known, Knowledge domain: Iteration, Puzzle level: 7. 

Support 
activation Student 

Number of attempts 
Score efficiency 

on submitted 
solution Before support is 

presented 
After support is 

presented Total  

Adaptive Student A 2 1 3 0.88 

Manual Student B 4 1 5 0.88 

 



The third case (Table 7) refers to level 10 of the game which introduces the concept of nested loops which is 

generally considered a difficult subject for novice programmers. The game, taking into account the knowledge level of 

Player A, accepted three failed attempts before offering help, allowing time for experimentation with various strategies. 

This delayed feedback resulted in a stronger effect of the provided support on the efficiency of the solution submitted by 

student A in comparison with that of student B. The latter needed three attempts after the support presentation and 

moreover submitted a less efficient solution. 

Table 7. Case 3, Knowledge level: Learned, Knowledge domain: Iteration, Puzzle level: 10. 

 

Support 
activation Student 

Number of attempts 
Score efficiency 

on submitted 
solution Before support is 

presented 
After support is 

presented Total  

Adaptive Student A 3 1 4 1 

Manual Student B 1 3 4 0.45 

 

5. Study Methodology and Results 

5.1 Study design 

The empirical study was conducted in a computer science lab of a Greek elementary school. A teacher was 

administering the procedure during a 45-minute game session for each class. Before starting, students received an 

introduction to the user interface, game objectives, and mechanics. Throughout the experiment, students relied solely for 

support on the game as the administrator was not allowed to give any kind of assistance with puzzle solutions. The game 

provided two types of support, one in the form of worked examples and the other as adaptive worked examples. Upon 

initialization of the application, the type of support was randomly assigned to each student. The support is accessible from 

a button, clearly distinctive in terms of size and color, placed in the upper right corner of the designated programming 

area (Figure 2). Both types of support display the same predetermined WE according to the puzzle level. The WE presents 

a solution that can be examined, edited, and executed for a similar problem to the current puzzle. Although the function of 

both types of support is identical, they deviate in availability. The first one is always visible and students can use it when 

they need assistance. However, in the adaptive worked examples, the support button remains disabled and activates only 

when the adaptive algorithm concludes a student learning deficiency in a domain. This setup allows the direct comparison 

of specific metrics between the two types of supports by registering their impact on logged learning analytics. 

The first metric we used is the total efficiency score of all individual levels per user and it- is computed by 

Equation (2) which is a variation of Equation (1) we discussed in section 4. This allows us to measure the efficiency of 

puzzle solutions in terms of programming and consequently estimate the knowledge level of students after the game 

completion in the taught programming structures. Users who manage to progress further into the game will have better 

total efficiency scores than the ones with the same knowledge level but fewer completed puzzles. However, simply 

advancing through the puzzles will not guarantee a higher total score since each distinct puzzle score affects the total. 

Table 8 shows a computational example for equation (2) of two users who completed 7 and 5 levels respectively. 

 



Table 8. The computation of educational efficiency for two users. The solutions are measured in command blocks. 

Level Number of blocks 
for optimal solution 

Number of blocks of 
user 1 solution 

Number of blocks of 
user 2 solution 

User 1 efficiency User 2 efficiency 

1 3 3 3 1 1 
2 5 5 5 1 1 
3 8 8 16 1 0.5 
4 4 10 11 0.4 0.36 
5 9 18 9 0.5 1 
6 8 12 - 0.67 - 
7 12 12 - 1 - 
Total efficiency 5.57 3.86 
 

Efficiency score =  (2) 

Additionally, we examined the correlation between the efficiency score and the total number of supports received 

during the play session per user. Since in both cases of manual and adaptive groups the support was in the form of a WE, 

it can be safely concluded that it had the same impact on players regarding the submitted programming solution. 

However, considering that in the manual support selection group, users chose when they received help from the game, 

analysis is needed to explore how it affected their progress. 

 

5.2 Participants 

The game focuses on supporting novices in learning the basic concepts of programming through adaptive support 

provided in the form of working examples. Consequently, in order to investigate the impact of the game and its support 

system it has to be evaluated by novice programmers. Additionally, the game is designed to be appealing to younger ages 

and the programming interface mimics block-based environments used in primary education. Taking into account the 

aforementioned characteristics, the best candidates for the study were students in primary school. Consequently, the study 

was conducted with 102 elementary students, 53 males and 49 females aged from 9 to 12 years old. All students attend 

the same school, have access to computer labs, and follow the same curriculum in computer science (CS). They are 

distributed in 3 classes as shown in Table 9. The students played the game in the context of their CS course carried out 

according to the school timetable. In terms of programming experience, all study subjects were novices. They were taught 

sequencing programming with the educational programming environment Scratch (Scratch - About, n.d.) and EasyLogo 

(EasyLogo, n.d.). In addition, they participated in an EU Code Week (Europe Code Week, n.d.) event organized by the 

school, resulting in a preliminary introduction to the iteration structure. 

 

Table 9. The class distribution of students. 

Grade Frequency Percent 
4th 33 32.35 
5th 39 38.23 
6th 30 29.41 
Total 102 100 
 

5.3 Data Collection 



Participants were under the age of 18 so their parents or legal representative had to provide signed consent about 

the collected data and their usage. The study design and the consent form were approved by the Committee for Research 

Ethics of the University of Macedonia during the planning stage of our study. The form indicated the limited rights, 

terms, and conditions that were given to our team to handle the data and also information about the research. Data was 

obtained anonymously and automatically in real-time by the application during the game session. It was stored in an 

online database in a JSON (JavaScript Object Notation) format for easier processing and statistical analysis. User record 

information consisted of grade, date, type of support, and learning data. The database was updated after a successful 

solution with the user actions, the knowledge level per programming structure, and the calculated current efficiency score. 

 

5.4 Data analysis and Results 

The Kolmogorov-Smirnov test was used to check for normality in the knowledge efficiency scores of the sample. 

The results for the manual support group, D(53) = 0.024, p < .05, and for the adaptive support group, D(49) = 0.039, p < 

.05, indicated that the data was not normally distributed in both groups. Therefore, the non-parametric method of Mann-

Whitney was conducted to test the following null hypothesis: 

Ho: The efficiency scores of players that had been provided with adaptive support will be similar to the ones that chose 

the support manually 

The Mann-Whitney U test indicated that the difference between the two groups was statistically significant 

(U=405, z=-5.989, p = 0.00 < .05) and the null hypothesis was rejected. It revealed that the efficiency scores were 

significantly greater in the adaptive support group (Md=10.33, n=49) compared to the manual support group (Md=8.00, 

n=53). 

Analysis of the highest level reached by students for manual support (M=8.00, SD=2.40) and adaptive support 

(M=11.00, SD=1.30) revealed that students in the adaptive support group managed to complete more levels of the game. 

The adaptive support group ranged significantly higher (min=7, max=12) than manual support (min=4, max=12). Figure 5 

displays the distribution of the maximum level reached by students per support type.  

A Pearson correlation coefficient was computed to assess the linear relationship between the efficiency score and 

the number of times support was used per user. There was a positive correlation between the two variables, r(102) =.37, p 

=.00. Also, the means comparison of the total number of supports used for manual support (M=1.68, SD=1.68) and 

adaptive support (M=2.90, SD=1.31) showed that the adaptive support group received more help during the game. We 

must note that the support is registered once per level, although the student can revisit a support as many times as needed. 

 



 
Figure 5: Distribution of highest level completion per support type 

 

6. Discussion 

Support is an essential part of a serious game as it provides the means to achieve its learning targets. There are 

three possible approaches for a serious game concerning the availability of the given support. In the first type, the support 

is shown as an introduction with tips and instructions on how to solve the problem at hand. The support is triggered every 

time the user encounters a new problem regardless of whether it is needed or not. This situation may cause frustration to 

some students who either possess the required knowledge or could have derived it on their own (Shannon et al., 2013). An 

alternative is to let the student decide when to seek support from the game. Although this technique seems logical and 

intuitive there are some drawbacks deriving mostly from user behavior patterns. Ryan (Ryan et al., 2001) analyzed why 

students avoid seeking help and concluded that students who are focused on their reputation prefer to solve a problem 

without external support. Even though the research was referring to the classroom, the argument could be valid since 

subjects remain the same. Asking for help might be considered evidence to themselves and others that they lack the 

ability to solve the puzzle or comprehend the current programming function. Another reason for  not receiving help is that 

students might simply neglect its existence. Also, a complex user interface design with incorrect placement of 

components and inappropriate graphical elements could cause the support icons to be overlooked.   

The last approach of support presentation is when it is determined by the game based on the user knowledge 

level. Shannon (Shannon et al., 2013) in their study on effective practices in in-game tutorial systems, mention the 

importance of well-timed feedback in intelligent tutoring systems. In manual support, users could ask for support in their 

first failed attempt without fully understanding the problem. Adaptive support by tracking the knowledge level of users 

could let them experiment with solutions and provide help when it is needed in order for it to  be more effective. This 

delayed feedback can promote better self-regulated learning skills, such as error detection and self-correction (Corbett & 

Anderson, 2001). We applied this principle in our adaptive implementation by disabling help in the first submission even 

when the user knowledge level for the current structure was unknown. 

The results of our study agree with the aforementioned observations as they indicate that the educational 

efficiency of the adaptive support group was greater than the manual (adaptive Md = 10.33, n = 49, manual Md=8.00, 



n=53) (RQ1). Furthermore, by examining the relationship between educational efficiency and the amount of support 

received by students we found a positive correlation (RQ2). This implies that the reason the adaptive group performed 

better was that it received more support from the game, an assumption that was confirmed by statistical data (manual 

support M=1.68, SD=1.68, adaptive support M=2.90, SD=1.31). Additionally, players in the adaptive support group 

(M=11.00, SD=1.30) completed more levels than the manual support group (M=8.00, SD=2.40). The vast majority of 

players with adaptive support reached the challenging final two puzzles of the game. On the contrary, players in the 

manual support group dropped out of the game earlier, possibly due to frustration or lack of guidance. We argue that 

adaptive support can result in better educational efficiency than the manual by ensuring the presence of help at the correct 

time. 

 

7. Limitations 

The empirical study was conducted with primary school students so the results refer to this specific age group. 

Although it is possible that other age groups could have a similar response to adaptive WEs we do not have data to back 

up this claim. Future research could explore the adaptive impact on secondary school or higher education students. Also, 

the study did not track time-related data. As a consequence, comparisons such as time spent during game and puzzle 

modes or time for solution submissions between manual and adaptive supports could not be done. Finally, it should be 

noted that although it was not observed during the experiment, some of the students might have difficulties with the 

nature of the gameplay between the puzzles. Traps, enemies or even the maze design could prevent or significantly delay 

players from progressing throughout the game and reaching new puzzles. Future research may validate the study results 

with different game genres or strip gameplay entirely by focusing exclusively on programming puzzles. 

 

8. Conclusion 

In this paper we presented an empirical study on adaptive support in a serious game about programming. The 

game NanoDoc was created according to the research specifications and an adaptive method based on fuzzy logic was 

implemented. A formula (2) was used to calculate the educational efficiency of two groups of primary school students. 

Both groups utilized WEs as a support method during the play session to minimize cognitive load and differ only on how 

the support was initiated. In the first group, the choice of when to receive help was upon the students whereas in the 

second it was determined by the adaptive algorithm. Results indicate that the adaptive support had higher educational 

efficiency as it provided help more often and with better accuracy. We conclude with a recommendation to serious game 

designers about programming for novice users. We propose to apply adaptive WEs as a support method since it has a 

great potential of succeeding in the educational goals while taking into account the cognitive load. 
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